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# 定义变量

**[MySQL](http://lib.csdn.net/base/14" \o "MySQL知识库" \t "http://blog.csdn.net/dyzhen/article/details/_blank)**存储过程的declare声明变量必须放在最前面

MySQL存储过程中，定义变量有两种方式：

## 变量名以@开头用户变量 会话变量

1、使用set或select直接赋值，变量名以@开头

例如:

set @var=**1**;

可以在一个会话的任何地方声明，作用域是整个会话，称为用户变量。

## 以declare关键字声明 存储过程变量

2、以declare关键字声明的变量，只能在存储过程中使用，称为存储过程变量，例如：

declare var1 int default **0**;

主要用在存储过程中，或者是给存储传参数中。

两者的区别是：

在调用存储过程时，以declare声明的变量都会被初始化为null。而会话变量（即@开头的变量）则不会被再初始化，在一个会话内，只须初始化一次，之后在会话内都是对上一次计算的结果，就相当于在是这个会话内的全局变量。

## @是用户自定义变量,@@是系统定义变量

## 变量赋值 使用set语句或select

## 表记录赋值到变量 用set或into的方式来实现赋值

方式 2

15

**set** @cnt = (**select** count(\*) **from** test\_tbl);

16

**select** @cnt;

17

18

--  方式 3

19

**select** count(\*) **into** @cnt1 **from** test\_tbl;

20

**select** @cnt1;

21

22

--  多个列的情况下似乎只能用 into 方式

23

**select** **max**(status), avg(status) **into** @**max**, @avg **from** test\_tbl;

24

**select** @**max**, @avg;

## 查询结果存储到变量

把查询结果赋值到变量，大部分情况下使用游标来完成，但是如果明确知道查询结果只有一行（例如统计记录的数量，某个字段求和等），其实可以使用set或into的方式来实现赋值。示例代码：

*多个列的情况下似乎只能用 into 方式*

23

select max(status), avg(status) into @max, @avg from test\_tbl;

24

select @max, @avg;

定义变量以及

declare namex VARCHAR(200);

select city.city\_name into namex from city where city\_id=obj\_id ;

# 参数与返回值

## 设定参数与返回值 `obj\_id` int ，，返回类型 varchar(200)

## 在语句中使用传入的obj\_id参数

直接使用。。

BEGIN

#Routine body goes here...

declare namex VARCHAR(200);

#call log( obj\_id);

select city.city\_name into namex from city where city\_id=obj\_id ;

RETURN namex;

END

## 存储过程返回值使用out参数

out参数 rzt

BEGIN

#Routine body goes here...

set rzt=9;

END

call ret(@rzt);

select @rzt as rzt

# other

## 测试的时候，注意字符串参数要包含双引号

Call xxxx()

使用gui根据测试sp的时候，只填写参数即可。

## Sql参数拼接 CONCAT， 传入like的参数

select \* from wxb\_customer where customer\_name like CONCAT('%',uname ,'%');

## Sql语句调用存储过程call 语句

call query1('mer')

## **游标嵌套** handler **嵌套 独立begin快**

在mysql中，每个begin end 块都是一个独立的scope区域，由于MySql中同一个error的事件只能定义一次，如果多定义的话在编译时会提示Duplicate handler declared in the same block。

多个begin款就可以了

mysql游标的用法及作用 - ```求知若渴，虚怀若谷``` - CSDN博客.html

# 游标与循环

CREATE DEFINER=`root`@`%` PROCEDURE `cursorT`()

BEGIN

#Routine body goes here...

DECLARE $id VARCHAR(30);

DECLARE $余额 VARCHAR(30);

DECLARE 游标 CURSOR FOR select id,balance from fs\_book\_t limit 3;

DECLARE CONTINUE HANDLER FOR NOT FOUND SET @完成=1;

set @完成=0;

OPEN 游标;

REPEAT

/\* this memberno must declare ,,not cant @ derfalut var mode\*/

FETCH 游标 INTO $id,$余额;

select $id,$余额;

-- print(11);

UNTIL @完成 END REPEAT;

CLOSE 游标;

select 'end';

END

fetch是获取游标当前指向的数据行，并将指针指向下一行，当游标已经指向最后一行时继续执行会造成游标溢出。  
使用loop循环游标时，他本身是不会监控是否到最后一条数据了，像下面代码这种写法，就会造成死循环；

read\_loop:loop

fetch cur into n,c; set total = total+c; end loop;

* 1
* 2
* 3
* 4

在MySql中，造成游标溢出时会引发mysql预定义的NOT FOUND错误，所以在上面使用下面的代码指定了当引发not found错误时定义一个continue 的事件，指定这个事件发生时修改done变量的值。

# 异常处理机制

Signal

## 动态SQL

Mysql 支持动态SQL的功能，

set @sqlStr='select \* from table where condition1 = ?'; prepare s1 for @sqlStr; *--如果有多个参数用逗号分隔* execute s1 using @condition1; *--手工释放，或者是 connection 关闭时， server 自动回收* deallocate prepare s1;

# 调试

## 日志法

## Print法

输出 没有print，使用select代替即可

# 调用外部程序 自定义事件机制模式

## 临时禁用触发器

存储过程,触发器debug不易.且触发器隐藏了实际执行的步骤,不易发现问题

mysql不能临时禁用,启用触发器,这点如果做数据迁移,修复会比较麻烦,需要临时drop触发器,可能影响到生产环境.  
由于存储过程,触发器不易测试,或者未做充分测试,一旦升级失败可能导致数据错误,因为已经先drop了存储过程或者触发器.  
不易分析存储过程,触发器的性能.不能通过慢查询日志去分析存储过程,触发器的具体执行情况.仅仅记录call procedure\_name();这样简单的信息;  
触发器可能导致死锁;  
以上只是列举一些问题,具体的使用过程中,mysql的存储过程和触发器离商业产品的距离还有很远

## leave 关键字吧，此关键字可以模仿 return 的

替代 return 的关键字呢？

    没有！

    像 exit, quit 之类的关键字全没有！

    怎么办？

    使用功能稍次一些的 leave 关键字吧，此关键字可以模仿 return 的行为。
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